**Collection**

**Interface**

* An interface in Java is a mechanism that is used to achieve complete abstraction. It is basically a kind of class that contains only constants and abstract methods.
* Data members declared in an interface are by default public, static, and final.
* Only abstract and public modifiers are allowed for methods in interfaces
* We cannot create an object of interface using new operator. But we can create a reference of interface type and interface reference refers to objects of its implementation classesFrom Java 8 onwards, we can define static and default methods in an interface. Prior to Java 8, it was not allowed.
* A variable in an interface must be initialized at the time of declaration.

**Comparator interface**

* The Java Comparator interface, java.util.Comparator, represents a component that can compare two objects so they can be sorted using sorting functionality.
* The Java Comparator interface definition looks like this:

public interface Comparator<T> {

public int compare(T o1, T o2);

}

* Notice that the Java Comparator interface only has a single method. This method, the compare() method, takes two objects which the Comparator implementation is intended to compare. The compare() method returns an int which signals which of the two objects was larger. The semantics of the return values are:A negative value means that the first object was smaller than second object.The value 0 means the two objects are equal.A positive value means that the first object was larger than the second object.

You will find the Example of comparator below in Arraylist

**Collection**

* Group of element will be represented by single entity.
* It is root interface for all the Collection.
* All classes and interfaces are part of java.util package.
* Common methods applicable for any Collection object:

boolean add(Object o)

boolean isEmpty()

boolean addAll(Collection c) boolean contains(Object o) boolean remove()

boolean containsAll(Collection c) void clear()

Object[] toArray()

boolean retainAll(Collection c) Iterator iterator()

boolean removeAll(Collection c) int size()

**List Interface:**

* In Java, the List interface is an ordered collection that allows us to store and access elements sequentially.
* It extends the Collection interface.
* Lists typically allow duplicate elements
* List is an interface; we cannot create objects from it.
* Features of the List

1. The list allows storing duplicate elements in Java. JVM differentiates duplicate elements by using‘index’ (Position). It always starts at zero.
2. In the list, we can add an element at any position.
3. It maintains insertion order. i.e., List can preserve the insertion order by using the index.
4. It allows for storing many null elements.
5. Java list uses a resizable array for its implementation. Resizable means size can grow, or we can increase or decrease the size of the array.Except for LinkedList, ArrayList, and Vector is an indexed-based structure.
6. It provides a special Iterator called a ListIterator that allows accessing the elements in the forward direction using hasNext() and next() methods.

* In order to use functionalities of the List interface, we can use these classes:

• ArrayList

• LinkedList

• Vector

• Stack

**ArrayList:**

* The ArrayList class is a resizable array, which can be found in the java.util package.
* It uses a dynamic array to store the duplicate element of different data types.
* The ArrayList class maintains the insertion order and is non-synchronized. The elements stored in the ArrayList class can be randomly accessed.
* The difference between a built-in array and an ArrayList in Java, is that the size of an array cannot be modified (if you want to add or remove elements to/from an array, you have to create a new one). While elements can be added and removed from an ArrayList whenever you want.
* Where does ArrayList store its element
  + Internally it uses array to store its element. It’s an Object array which is defined as follows.

transient Object[] elementData;

* Constructor

Initial capacity of the created ArrayList depends on the constructor used.

* + ArrayList(int initialCapacity)– If initial capacity is explicitly specified while constructing an ArrayList then it is ensured that the element Data array is created with that length.

this.elementData = new Object[initialCapacity];

* + ArrayList()– If no initial capacity is specified then the ArrayList is created with the defaultcapacity 10

**Internal java Code:**

private static final int DEFAULT\_CAPACITY = 10;

public ArrayList() {

this.elementData = DEFAULTCAPACITY\_EMPTY\_ELEMENTDATA;

}

**Basic ArrayList Example**

**package** com.collection;

**import** java.util.ArrayList;

**import** java.util.List;

**import** java.util.Vector;

/\*

\* Resizable-array implementation of the List interface.

\*/

**public** **class** ArrayListBasics {

**public** **static** **void** main(String[] args) {

// Integer a=10; // primitive to wrapper.

ArrayList myList = **new** ArrayList(); // default capacity(length or size) is 10

myList.add(10); // int 10 will be converted to Integer wrapper class.

myList.add(20);

myList.add(30);

myList.add(40);

myList.add(50);

myList.add(60);

myList.add(70);

myList.add(80);

myList.add(90);

myList.add(100); // size/capacity will be increase

myList.add(110);

myList.add("ONE");

myList.add("Two");

myList.add("Three");

System.***out***.println(myList);

System.***out***.println("ArrayList size :"+myList.size());

System.***out***.println("Element at index 0:"+myList.get(0)); // array[0]

System.***out***.println("Element at index 2:"+myList.get(2)); // array[2]

System.***out***.println("Element at index 10:"+myList.get(10)); // array[10]

//System.out.println("Element at index 50:"+myList.get(50)); // array[10]

System.***out***.println("Does ArrayList contains 30??: "+myList.contains(30));

System.***out***.println("Does ArrayList contains 300??: "+myList.contains(300));

System.***out***.println("Remove element at index 5:"+myList.remove(5));

System.***out***.println("ArrayList after remove :"+myList);

System.***out***.println("ArrayList travel : ");

**for**(**int** i=0;i<myList.size();i++) {

System.***out***.println(myList.get(i));

}

// Define the ArrayList with specific type of element. E.g. If ArrayList will have only int.

// Below ArrayList will hold only integer.

ArrayList<Integer> intList = **new** ArrayList<Integer>();

intList.add(101);

intList.add(102);

intList.add(103);

intList.add(104);

//print ArrayList using for each

System.***out***.println("\nInteger arraylist printed using for-each loop");

**for**(Integer i:intList) {

System.***out***.println(i);

}

ArrayList<Integer> studRoll=**new** ArrayList<Integer>();

studRoll.addAll(intList);

studRoll.add(105);

studRoll.add(106);

System.***out***.println("Stud Roll Numbers :"+studRoll);

// ArrayList Constructor

ArrayList<String> strList = **new** ArrayList<String>(); // Initial size will be 10

ArrayList<String> strList1 = **new** ArrayList<String>(100); // Initial size/capacity will be 100

//Another way to define the ArrayList using interface reference.

**// Imp: We can't create object of an interface**

//List aList=new List(); //not valid- should not create interface object.

List aList= **new** ArrayList<Integer>();

**/\* Difference between below statements**

**ArrayList<Integer> intList = new ArrayList<Integer>();**

**List aList= new ArrayList<Integer>();**

**intList can't be converted to other list implementation type.**

**aList can be converted to other List implementation type like ArrayList, Vector and LinkedList**

**\*/**

aList = **new** Vector<Integer>();

// intList = new Vector<Integer>(); //error in this list as intList cant convert to Vector.

}

}

**Advance Example of ArrayList**

**package** com.collection;

**import** java.util.ArrayList;

**import** java.util.Collections;

**import** java.util.Comparator;

**import** java.util.Iterator;

**import** java.util.List;

**public** **class** ArrayListDemo {

**public** **static** **void** main(String[] args) {

ArrayList aList = **new** ArrayList();

//aList = new Vector(); you can't covert it to Vector as aList is declared as ArrayList.

// Below declaration is more suitable, Program to interface and not to implementation

// i.e create a reference of supertype and assign memory of subtype.

List aList1 = **new** ArrayList();

// ArrayList with only integer object. Initial capacity is 10

ArrayList<Integer> intList = **new** ArrayList<Integer>();

//ArrayList with String object with initial capacity 20

ArrayList<String> strList = **new** ArrayList<String>(20);

aList.add("Zero");

aList.add("One");

aList.add("two");

aList.add(3);

aList.add("Four");

System.***out***.println("0th Element of aList using get(index):"+aList.get(0));

System.***out***.println("Complete array List :"+aList);

*regularforWay*(aList);

*forEachWay*(aList);

*iteratorWay*(aList);

System.***out***.println("\nArrayList contains method, check for Four: "+aList.contains("Four"));

System.***out***.println("\nArrayList remove with index method, remove 3: "+aList.remove(3));

System.***out***.println("\nArrayList set (replace) with index method: "+aList.set(2,"twoo"));

strList.add("Five");

strList.add("Seven");

strList.add("One");

strList.add("Four");

strList.add("Nine");

*sortList*(strList);

*sortListInReverse*(strList);

*customSort*(strList);

ArrayList<String> revList = *reverseArrayList*(strList);

}

**static** **void** regularforWay(List a) {

**int** i=0;

System.***out***.println("\nArraylist using regular for loop");

**for**(i=0;i<a.size();i++) {

System.***out***.println(a.get(i));

}

}

**static** **void** forEachWay(List a) {

System.***out***.println("\nArraylist using foreach loop\n");

**for**(Object s:a) {

System.***out***.println(s);

}

}

**static** **void** iteratorWay(List a) {

System.***out***.println("\nArraylist using iterator\n");

Iterator it=a.iterator();

**while**(it.hasNext()) {

System.***out***.println(it.next());

}

}

**static** **void** sortList(List<String> aList) {

System.***out***.println("\nSort using Collections");

System.***out***.println("Before :"+aList);

Collections.*sort*(aList);

System.***out***.println("After :"+aList);

}

**static** **void** sortListInReverse(List<String> aList) {

System.***out***.println("\nReverse Sort using Collections");

System.***out***.println("Before :"+aList);

Collections.*sort*(aList,Collections.*reverseOrder*());

System.***out***.println("After :"+aList);

}

**static** **void** customSort(List<String> aList) {

// Implement comparator interface

System.***out***.println("\nSort using Comparator");

System.***out***.println("Before:"+aList);

Collections.*sort*(aList,**new** MySortComparator());

System.***out***.println("After:"+aList);

}

**static** ArrayList<String> reverseArrayList(ArrayList<String> alist) {

// ArrayList for storing reversed elements

ArrayList<String> revArrayList = **new** ArrayList<String>();

**for** (**int** i = alist.size() - 1; i >= 0; i--) {

// Append the elements in reverse order

revArrayList.add(alist.get(i));

}

//Return the reversed arraylist

**return** revArrayList;

}

}

**class** MySortComparator **implements** Comparator<String>{

@Override

**public** **int** compare(String o1, String o2) {

//o1>o1 it will return positive

//o1==o2 it will return zero

//o1<o2 return negative

**return** o1.compareTo(o2);

}

}

**Another Example of ArrayList with Comparator implementation.**

**import** java.lang.\*;

**import** java.util.\*;

**class** Student {

**int** rollno;

String name, address;

// Constructor

**public** Student(**int** rollno, String name, String address) {

**this**.rollno = rollno;

**this**.name = name;

**this**.address = address;

}

// Used to print student details in main()

**public** String toString()

{

**return** **this**.rollno + " " + **this**.name + " " + **this**.address;

}

}

**class** Sortbyroll **implements** Comparator<Student> {

// Used for sorting in ascending order of roll number

**public** **int** compare(Student a, Student b) {

**return** a.rollno - b.rollno;

}

}

**class** Sortbyname **implements** Comparator<Student> {

// Used for sorting in ascending order of name

**public** **int** compare(Student a, Student b) {

**return** a.name.compareTo(b.name);

}

}

**public** **class** ArrayListCustomSort {

**public** **static** **void** main(String[] args) {

ArrayList<Student> ar = **new** ArrayList<Student>();

ar.add(**new** Student(601, "Ram", "pune"));

ar.add(**new** Student(571, "Kunal", "delhi"));

ar.add(**new** Student(491, "Samar", "jaipur"));

ar.add(**new** Student(491, "Samir", "jaipur"));

System.***out***.println("Unsorted");

**for** (**int** i = 0; i < ar.size(); i++)

System.***out***.println(ar.get(i));

Collections.*sort*(ar, **new** Sortbyroll());

System.***out***.println("\nSorted by rollno");

**for** (**int** i = 0; i < ar.size(); i++)

System.***out***.println(ar.get(i));

Collections.*sort*(ar, **new** Sortbyname());

System.***out***.println("\nSorted by name");

**for** (**int** i = 0; i < ar.size(); i++)

System.***out***.println(ar.get(i));

}

}

**Interview question –**

1. **reverse the list without using temp list**

public class ReverseArrayList {

public static void main(String[] args) {

ArrayList<Integer> a=new ArrayList<Integer>(Arrays.asList(1,3,4,6,7,8,10));

System.out.println(a);

for(int i=0;i<a.size();i++) {

a.add(i, a.remove(a.size()-1));

}

System.out.println(a);

}

}

**2) How does add/remove method work in ArrayList**

* ArrayList is internally implemented as growable or resizable Array.
* If you see the ArrayList internal implementation in Java, everytime add() method is called it is ensured that ArrayList has required capacity.
* If the capacity is exhausted a new array is created with 50% more capacity than the previous one. All the elements are also copied from the previous array to the new array.
* How does remove method work in ArrayList:->If you remove any element from an array then all the subsequent elements are to be shifted to fill the gap created by the removed element.

## **LinkedList**

* Java LinkedList class uses a doubly linked list to store the elements.
* **Features**
* Java LinkedList class can contain duplicate elements.
* Java LinkedList class maintains insertion order.
* Java LinkedList class is non synchronized.
* In Java LinkedList class, manipulation is fast because no shifting needs to occur.
* Java LinkedList class can be used as a list, stack or queue.

**LinkedList constructor and implementation**

|  |  |
| --- | --- |
| LinkedList() | It is used to construct an empty list. |
| LinkedList(Collection<? extends E> c) | It is used to construct a list containing the elements of the specified collection, in the order, they are returned by the collection's iterator. |

//Definition of LinkedList class

public class LinkedList<E> implements List<E>, Deque<E>, Cloneable, Serializable

{

}

**Basics LinkedList Example**

**package** com.collection.LinkedList;

**import** java.util.\*;

**public** **class** LinkedListDemo {

**public** **static** **void** main(String args[]){

LinkedList<String> langList=**new** LinkedList<String>();

langList.add("Java");

langList.add("CPP");

langList.add("Python");

langList.add("R-lang");

System.***out***.println("Print the newly created LinkedList:");

Iterator<String> itr=langList.iterator();

**while**(itr.hasNext()){

System.***out***.println(itr.next());

}

// Adding an element at the specific position

langList.add(1, "React");

System.***out***.println("After add(int index, E element) method: "+langList);

// Adding an element at the first position

langList.addFirst("Angular");

System.***out***.println("After invoking addFirst(E e(i.e 'Angular')) method: "+langList);

//Adding an element at the last position

langList.addLast("AWS-Cloud");

System.***out***.println("After invoking addLast(E e(i.e 'AWS-Cloud')) method: "+langList);

//Removing specific element from arraylist

langList.remove("CPP");

System.***out***.println("After invoking remove(object) method-removed 'CPP': "+langList);

//Removing element on the basis of specific position

langList.remove(0);

System.***out***.println("After invoking remove(index) method- removed at index 0: "+langList);

langList.removeFirst();

System.***out***.println("After invoking removeFirst() method"+langList);

langList.removeLast();

System.***out***.println("After invoking removeLast() method"+langList);

langList.add("Java-Spring");

langList.add("Java-Spring");

langList.add("Java-Spring");

langList.add("Java-Spring");

System.***out***.println("After invoking add('Java\_Spring') method 4 times"+langList);

langList.remove("Java-Spring");

System.***out***.println("After invoking remove('Java\_Spring') method:"+langList);

langList.removeFirstOccurrence("Java-Spring");

System.***out***.println("After invoking removeFirstOcurrence() method"+langList);

langList.removeLastOccurrence("Java-Spring");

System.***out***.println("After invoking removeLastOcurrence() method"+langList);

System.***out***.println("Print the LinkedList in reverse Order");

*reverseLinkedList*(langList);

}

**static** **void** reverseLinkedList(LinkedList langList) {

Iterator itr =langList.descendingIterator();

**while**(itr.hasNext()){

System.***out***.println(itr.next());

}

}

}

**Apart from regular List methods LinkedList provides few extra methods as below.**

|  |  |
| --- | --- |
| Methods | Descriptions |
| addFirst() | adds the specified element at the beginning of the linked list |
| addLast() | adds the specified element at the end of the linked list |
| getFirst() | returns the first element |
| getLast() | returns the last element |
| removeFirst() | removes the first element |
| removeLast() | removes the last element |
| peek() | returns the first element (head) of the linked list |
| poll() | returns and removes the first element from the linked list |
| offer() | adds the specified element at the end of the linked list |

**How does LinkedList class store its element?**

* Internally LinkedList class in Java uses objects of type **Node** to store the added elements. Node is implemented as a static class with in the LinkedList class.
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private static class Node<E> {

E data;

Node<E> next;

Node<E> prev;

Node(Node<E> prev, E element, Node<E> next) {

this.item = element;

this.next = next;

this.prev = prev;

}

}

**How add() method works in a LinkedList?**

* Since it is a linked list so apart from regular **add()** method to add sequentially there are **addFirst()** and **addLast()** methods also in Java LinkedList class.
* There are also separate variables for holding the reference of the first and last nodes of the linked list.

\* Pointer to first node.

transient Node<E> first;

\* Pointer to last node.

transient Node<E> last;

**Add() in LinkedList**

private void linkFirst(E paramE) {

Node<E> node1 = this.first;

Node<E> node2 = new Node<>(null, paramE, node1);

this.first = node2;

if (node1 == null) {

this.last = node2;

} else {

node1.prev = node2;

}

this.size++;

this.modCount++;

}

**Add() element at last position**

/\*\*

\* Links e as last element. Called when add() or addLast() is invoked in a program.

\*/

void linkLast(E e) {

final Node<E> l = last;

final Node<E> newNode = new Node<>(l, e, null);

last = newNode;

if (l == null)

first = newNode;

else

l.next = newNode;

size++;

modCount++;

}

### **ArrayList and LinkedList Difference**

**1) Search/Retrieve**

ArrayList search is faster than LinkedList search as ArrayList implement RandomAccess Interface.

get(int index) in ArrayList gives the performance of O(1)

get(int index) in LinkedList performance is O(n).

**2) Insert**

LinkedList add method gives O(1) performance while ArrayList gives O(n) in worst case.

**3) Deletion**

LinkedList remove operation gives O(1) performance while ArrayList gives variable performance: O(n) in worst case (while removing first element) and O(1) in best case (While removing last element)

**4)** **Memory Overhead**

ArrayList maintains indexes & element data while LinkedList maintains element data and two pointers for neighbor nodes hence the memory consumption is high in LinkedList comparatively.

**5) Underline Implementation**

ArrayList : Underline data structure is Resizable and growable Array

LinkedList: Underline data structure is doubly linked list.

**6) Parent interface.**

ArrayList implements RandomAccess interface.

LinkedList does not implement RandomAcess interface.

**When to use ArrayList or LinkedList ?**

* If there is a requirement of frequent addition and deletion in an application, then LinkedList is a best choice.
* Search (get method) operations are fast in Arraylist (O(1)) but not in LinkedList (O(n)) so If there are less add and remove operations and more search operations requirement, ArrayList would be your best choice.

### **Which type of memory allocation is referred for Linked List?**

* Dynamic memory allocation is referred for Linked List.

### **Differentiate between singly and doubly linked lists?**

* Doubly linked list nodes consist of three fields: an integer value and two links pointing to two other nodes (one to the last node and another to the next node).
* On the other hand, a singly linked list consists of a link which points only to the next node.

## **Vector**

* The Vector class is an implementation of the List interface that allows us to create resizable-arrays similar to the [ArrayList](https://www.programiz.com/java-programming/arraylist" \o "Java ArrayList) class.
* The Vector class synchronizes each individual operation. This means whenever we want to perform some operation on vectors, the Vector class automatically applies a lock to that operation.

**Others Vector Methods**

set(): changes an element of the vector

size(): returns the size of the vector

toArray(): converts the vector into an array

toString(): converts the vector into a String

contains(): searches the vector for specified element and returns a boolean result

**Example1**

**public** **class** VectorDemo {

**public** **static** **void** main(String[] args) {

Vector<String> mammals= **new** Vector<>();

// Using the add() method

mammals.add("Dog");

mammals.add("Horse");

// Using index number

mammals.add(2, "Cat");

System.***out***.println("Vector: " + mammals);

// Using addAll()

Vector<String> animals = **new** Vector<>();

animals.add("Crocodile");

animals.addAll(mammals);

System.***out***.println("New Vector: " + animals);

}

}

**Example 3**

**public** **class** VectorBasics {

**public** **static** **void** main(String[] args) {

System.***out***.println("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*Add Elements to Vector\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

Vector<String> mammals= **new** Vector<>();

// Using the add() method

mammals.add("Dog");

mammals.add("Horse");

// Using index number

mammals.add(2, "Cat");

System.***out***.println("Vector: " + mammals);

// Using addAll()

Vector<String> animals = **new** Vector<>();

animals.add("Crocodile");

animals.addAll(mammals);

System.***out***.println("New Vector: " + animals);

System.***out***.println("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*Access Vector Elements\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

Vector<String> animals1= **new** Vector<>();

animals1.add("Dog");

animals1.add("Horse");

animals1.add("Cat");

// Using get()

String element = animals1.get(2);

System.***out***.println("Element at index 2: " + element);

// Using iterator()

Iterator<String> iterate = animals1.iterator();

System.***out***.print("Vector: ");

**while**(iterate.hasNext()) {

System.***out***.print(iterate.next());

System.***out***.print(", ");

}

System.***out***.println("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*Remove Vector Elements\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

Vector<String> animals11= **new** Vector<>();

animals11.add("Dog");

animals11.add("Horse");

animals11.add("Cat");

System.***out***.println("Initial Vector: " + animals11);

// Using remove()

String element1 = animals11.remove(1);

System.***out***.println("Removed Element: " + element1);

System.***out***.println("New Vector: " + animals11);

// Using clear()

animals11.clear();

System.***out***.println("Vector after clear(): " + animals11);

}

}

**Example 4**

**public** **class** VectorDemo2 {

**public** **static** **void** main(String[] args) {

Vector<String> langVector=**new** Vector<String>();

langVector.add("Java");

langVector.add("CPP");

langVector.add("Python");

langVector.add("R-lang");

System.***out***.println("Print the complete vector object: "+langVector);

System.***out***.println("Capacity of the vector:"+langVector.capacity());

System.***out***.println("Does vector has CPP :"+langVector.contains("CPP"));

System.***out***.println("get the element at index 3:"+langVector.get(3));

System.***out***.println("get the index of 'Python'"+langVector.indexOf("Python"));

System.***out***.println("set method to replace java->JAVA"+langVector.set(0, "JAVA"));

// In iterator you can travel the collection as well as remove the elements from it.

// Using Enumeration You can't do the modification(add/remove) inside collection.

// getting the Enumeration object over Vector

Enumeration enumeration = Collections.*enumeration*(langVector);

System.***out***.println("printing each enumeration constant by enumerating through the Vector:");

**while** (enumeration.hasMoreElements())

{

`System.***out***.println(enumeration.nextElement());

}

}

}

**Stack**

* The Java collections framework has a class named Stack that provides the functionality of the stack data structure.
* The Stack class extends the Vector class.
* In order to create a stack, we must import the java.util.Stack package first. Once we import the package, here is how we can create a stack in Java.

**Stack Implementation**

* In stack, elements are stored and accessed in Last In First Out manner. That is, elements are added to the top of the stack and removed from the top of the stack.

Stack<Type> stacks = new Stack<>();

Here, Type indicates the stack's type. For example,

// Create Integer type stack

Stack<Integer> stacks = new Stack<>();

// Create String type stack

Stack<String> stacks = new Stack<>();

**Example**

**public** **class** StackDemo {

**public** **static** **void** main(String[] args) {

// Create Integer type stack

Stack<Integer> stacks = **new** Stack<>();

// Create String type stack

Stack<String> stacks1 = **new** Stack<>();

System.***out***.println("\n\*\*\*\*\*\*\*\*\*\*\*push() Method\*\*\*\*\*\*\*\*\*\n");

Stack<String> animals= **new** Stack<>();

// Add elements to Stack

animals.push("Dog");

animals.push("Horse");

animals.push("Cat");

System.***out***.println("Stack: " + animals);

System.***out***.println("\n\*\*\*\*\*\*\*\*\*\*\*pop() Method\*\*\*\*\*\*\*\*\*\n");

Stack<String> animals1= **new** Stack<>();

// Add elements to Stack

animals1.push("Dog");

animals1.push("Horse");

animals1.push("Cat");

System.***out***.println("Initial Stack: " + animals1);

// Remove element stacks

String element = animals1.pop();

System.***out***.println("Removed Element: " + element);

System.***out***.println("\n\*\*\*\*\*\*\*\*\*\*\*peek() Method\*\*\*\*\*\*\*\*\*\n");

Stack<String> animals11= **new** Stack<>();

// Add elements to Stack

animals11.push("Dog");

animals11.push("Horse");

animals11.push("Cat");

System.***out***.println("Stack: " + animals11);

// Access element from the top

String element1 = animals11.peek();

System.***out***.println("Element at top: " + element1);

System.***out***.println("\n\*\*\*\*\*\*\*\*\*\*\*search() Method\*\*\*\*\*\*\*\*\*\n");

Stack<String> animals111= **new** Stack<>();

// Add elements to Stack

animals111.push("Dog");

animals111.push("Horse");

animals111.push("Cat");

System.***out***.println("Stack: " + animals111);

// Search an element

**int** position = animals111.search("Horse");

System.***out***.println("Position of Horse: " + position);

System.***out***.println("\n\*\*\*\*\*\*\*\*\*\*\*empty() Method\*\*\*\*\*\*\*\*\*\n");

Stack<String> animals1111= **new** Stack<>();

// Add elements to Stack

animals1111.push("Dog");

animals1111.push("Horse");

animals1111.push("Cat");

System.***out***.println("Stack: " + animals1111);

// Check if stack is empty

**boolean** result = animals1111.empty();

System.***out***.println("Is the stack empty? " + result);

}

}

**Use ArrayDeque Instead of Stack**

* The Stack class provides the direct implementation of the stack data structure. However, it is recommended not to use it. Instead, use the ArrayDeque class (implements the Deque interface) to implement the stack data structure in Java.

**There are several reason that Deque is better than stack for implementation:**

1. Deque is an interface and stack is a class: In class creation it is better to implement an interface than extend a class because after extending you cannot extend another class, you can only implement an interface in the other hand when you implement an interface you can extend a class and also implement another interfaces.
2. Synchronization: Because stack class is a subclass of the vector class which is asynchronized therefor stack is too But Deque is not. So if there is no need for synchronization then for better performance we should use Deque.
3. Deque‘s iterator works the way we expect for a stack: iteration in a stack is bottom to top (FIFO (First In First Out)). But iteration in a Deque is top to bottom (LIFO (Last In First Out)).
4. Stack isn't truly LIFO: We know that stack is a subclass of the vector class so we can access to elements by their indexes which is against LIFO contract.

**Short summary of List**

**ArrayList vector and LinkedList difference**

ArrayList : Array

LinkedList : doubly Linked list

Vector : Array

**Declaration**

ArrayList -> ArrayList a=new ArrayList() or List a=new ArrayList();

LinkedList -> LinkedList list=new LinkedList() or List list=new LinkedList();

Vector -> Vector v=new Vector() or List v=new Vector();

**Synchronized - main difference**

ArrayList : Methods are non Synchronized

LinkedList : Methods are non Synchronized

Vector : Methods are Synchronized means Vectors are thread safe.

**When to use what**

ArrayList : When retrieve operation is more. Because it has Random access a[5] or a[1000]

LinkedList : Retrieve operations are slow. Use when Insert or remove is frequent operation.

Vector : Use Vector then program is multi-threaded program. When retrieve operation is more. Because it has Random access a[5] or a[1000]

## **Iterators in Java**

* **Iterators in Java** are used to retrieve the elements one by one from a collection object. They are also called cursors in java
* There are four types of iterators or cursors available in Java. They are as follows:
  + Enumeration
  + Iterator
  + ListIterator
  + Spilterator (Java 1.8)

### **Enumeration in Java**

* Enumeration is the first iterator that was introduced in Java 1.0 version. It is located in java.util package. It is a legacy interface that is implemented to get elements one by one from the legacy collection classes such as Vector and Properties.
* Legacy classes are those classes that are coming from the first version of Java. Early versions of Java do not include “[collections framework](https://www.scientecheasy.com/2020/09/java-collections-framework.html/)”. Instead, it defined several classes and one interface for storing objects.
* When collections came in the Java 1.2 version, several of the original classes were re-engineered to support the collection interfaces.
* Thus, they are fully compatible with the framework. These old classes are known as legacy classes. The legacy classes defined by java.util are Vector, Hashtable, Properties, Stack, and Dictionary. There is one legacy interface called Enumeration.
* Enumeration is read-only. You can just read data from the vector. You cannot remove it from the vector using Enumeration.
* Since enumeration is an interface so we cannot create an object of enumeration directly. We can create an object of enumeration by calling elements() method of the Vector class.
* Syntax

public Enumeration elements() // Return type is Enumeration.

**For example:**

Enumeration e = v.elements(); // Here, v is a vector class object.

**Methods of Enumeration**

The Enumeration interface defines the following two methods. They are as follows:

**1. public boolean hasMoreElements():** When this method is implemented, hasMoreElements() will return true If there are still more elements to extract and false if all the elements have been enumerated.

**2. public Object nextElement():** The nextElement() method returns next element in the enumeration. It will throw NoSuchElementException when the enumeration is complete.

**Example Enumeration**

**import** java.util.Enumeration;

**import** java.util.Vector;

**public** **class** EnumerationTest {

**public** **static** **void** main(String[] args)

{

// Create object of vector class without using generic.

Vector v = **new** Vector();

// Add ten elements of integer type using addElement() method.

**for**(**int** i = 0; i <= 5; i++)

{

v.addElement(i);

}

System.***out***.println(v);//print all elements at a time[0, 1, 2, 3, 4, 5]

// Get elements one by one. So, will require Enumeration concept.

// Create object of Enumeration by calling elements() method of vector class using object reference variable v.

// At the beginning, e (cursor) will point to index just before the first element in v.

Enumeration e = v.elements();

// Checking the next element availability using reference variable e and while loop.

**while**(e.hasMoreElements())

{

// Moving cursor to next element.

Object o = e.nextElement();

Integer i = (Integer)o; // Here, Type casting is required because the return type of nextElement() method is an object. Therefore, it's compulsory to require type casting.

System.***out***.println(i);

}

}

}

**Limitation of Enumeration**

There are many limitations of using enumeration interface in java. They are as follows:

1. Enumeration concept is applicable for only legacy class. Hence, it is not a universal cursor.  
2. We can get only read operation by using the enumeration. We cannot perform the remove operation.  
3. We can iterate using enumeration only in the forward direction.  
4. Java is not recommended to use enumeration in new projects.

To overcome these limitations, We should go for the next level Iterator concept in Java.

### **Iterator**

* Iterator in Java is used in the [Collections Framework](https://www.scientecheasy.com/2020/09/java-collections-framework.html/) to retrieve elements sequentially (one by one). It is called **universal Iterator** or cursors.
* It can be applied to any collection object. By using Iterator, we can perform both read and remove operations.

**How Java Iterator works internally?**

![](data:image/png;base64,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)

**Difference between Enumeration and Iterator**

* Both are useful to retrieve elements from a collection. But the main difference between Enumeration and iterator is with respect to functionality.
* By using an enumeration, we can perform only read access but using an iterator, we can perform both read and remove operation.

**Advantage of Iterator in Java**

* An iterator can be used with any collection classes.
* We can perform both read and remove operations.
* It acts as a universal cursor for collection API.

**Limitation of Iterator in Java**

* By using Enumeration and Iterator, we can move only towards forwarding direction. We cannot move in the backward direction. Hence, these are called single-direction cursors.
* We can perform either read operation or remove operation.
* We cannot perform the replacement of new objects.
* For example, suppose there are five Apple in a box. Out of five, two Apple are not good but we cannot replace those damaged one with new Apple.

**Solution is to use ListIterator**

* **ListIterator in Java** is the most powerful iterator or cursor that was introduced in Java 1.2 version. It is a bi-directional cursor.
* Java ListIterator is an interface (an extension of Iterator interface) that is used to retrieve the elements from a collection object in both forward and reverse directions.
* Java ListIterator can be used for all List implemented classes such as ArrayList, CopyOnWriteArrayList, LinkedList, Stack, Vector, etc.

**Methods of ListIterator in Java**

**Forward direction:**

* 1. **public boolean hasNext():** This method returns true if the ListIterator has more elements when iterating the list in the forward direction.
  2. **public Object next():** This method returns the next element in the list. The return type of next() method is Object.
  3. **public int nextIndex():** This method returns the index of the next element in the list. The return type of this method is an integer.

**Backward direction:**

* 1. **public boolean hasPrevious():** It checks that list has more elements in the backward direction. If the list has more elements, it will return true. The return type is boolean.
  2. **public Object previous():** It returns the previous element in the list and moves the cursor position backward direction. The return type is Object.
  3. **public int previousIndex():** It returns the index of the previous element in the list. The return type is an Integer.

**Other capability methods:**

1. **public void remove():** This method removes the last element returned by next() or previous() from the list. The return type is ‘nothing’.
2. **public void set(Object o):** This method replaces the last element returned by next() or previous() with the new element.
3. **public void add(Object o):** This method is used to insert a new element in the list.

**ListIterator Example:**

**public** **class** ListIteratorTest {

**public** **static** **void** main(String[] args)

{

List<String> list = **new** LinkedList<>();

list.add("A");

list.add("B");

list.add("C");

// Creating ListIterator object.

ListIterator<String> listIterator = list.listIterator();

// Traversing elements in forwarding direction.

System.***out***.println("Forward Direction Iteration:");

**while**(listIterator.hasNext()) {

System.***out***.println(listIterator.next());

}

// Traversing elements in the backward direction. The ListIterator cursor is at just after the last element.

System.***out***.println("Backward Direction Iteration:");

**while**(listIterator.hasPrevious()) {

System.***out***.println(listIterator.previous());

}

}

}

ListIterator is the most powerful cursor but it still has some limitations. They are as follows:

1. Java List Iterator is applicable only for list implemented class objects. Therefore, it is not a universal Java cursor.
2. It is not applicable to whole collection API.

|  |  |
| --- | --- |
| **Iterator** | **ListIterator** |
| 1. Java Iterator is applicable to the whole Collection API. | 1. Java ListIterator is only applicable for List implemented classes such as ArrayList, CopyOnWriteArrayList, LinkedList, Stack, Vector, etc. |
| 2. It is a Universal Iterator. | 2. It is not a Universal Iterator in Java. |
| 3. Iterator supports only forward direction Iteration. | 3. ListIterator supports both forward and backward direction iterations. |
| 4. It is known as a uni-directional iterator. | 4. It is also known as bi-directional iterator. |
| 5. Iterator supports only read and delete operations. | 5. ListIterator supports all the operations such as read, remove, replacement, and the addition of the new elements. |
| 6. We can get the Iterator object by calling iterator() method. | 6. We can create ListIterator object by calling listIterator() method. |

**Differences Between Enumeration and Iterator In Java**

**1) Introduction**

*Iterator* interface is introduced from JDK 1.2 where as *Enumeration* interface is there from JDK 1.0.

**2) remove() method**

*Enumeration* only traverses the *Collection*object. You can’t do any modifications to *Collection* while traversing the *Collection* using *Enumeration*. Where as *Iterator* interface allows us to remove an element while traversing the *Collection*object.

*Iterator* has *remove()* method which is not there in the *Enumeration* interface.

**3) Fail-Fast Vs Fail-Safe**

*Iterator* is a fail-fast in nature. i.e it throws *ConcurrentModificationException* if a collection is modified while iterating other than it’s own *remove()* method. Where as *Enumeration* is fail-safe in nature. It doesn’t throw any exceptions if a collection is modified while iterating.

**How to create Iterator object in Java?**

Answer: We create Iterator object by calling iterator() method which is present in the iterable interface. The general syntax for creating Iterator object is as follows: ();

**a) Iterator itr = c.iterator(); // c is any collection object.**

**b) Iterator<Type> itr = c.iterator(); // Generic type.**

**For example:**

**Iterator<String> itr = c.iterator();**

**Iterator<Integer> itr = c.iterator();**

**14. Suppose that you are iterating over a collection using Iterator. Can you remove an element from the collection using its Iterator? If yes, how to?**

Answer: Iterator interface provides a method named remove() that removes the last element that was returned by the next method.

**For example:**

Iterator<String> itr = c.iterator();

Iterator<Integer> itr = c.iterator();

List list = new ArrayList();

list.add("One");

list.add("Two");

list.add("Three");

Iterator iterator = list.iterator();

while(iterator.hasNext())

{

String str = iterator.next();

if(str.equals("Two"))

iterator.remove();

}